# Interfaces predefinidas

Assim como temos classes pré definidas para tratar errors, temos também classes pré definidas para outros objetivos. Essas interfaces e classes existe de forma nativa, justamente pra ajudar na hora do desenvolvimento a evitar ter que escrever tudo do 0, funcionando como ferramentas já prontas.

# Interfaces

As interfaces são contratos que definem quais métodos uma classe deve implementar.   
Temos as seguintes interfaces no PHP:

### Iteradores e Coleções

* **Traversable** (interface raiz para todas as coleções iteráveis)
  + **Iterator**
    - **RecursiveIterator**
    - **OuterIterator**
    - **SeekableIterator**
  + **IteratorAggregate**
* **ArrayAccess** (acesso a objetos como arrays)
* **Countable** (contagem de elementos em objetos)
* **RecursiveCachingIterator** (interface para iteradores recursivos que armazenam o estado de elementos iterados)
* **FilterIterator** (permite criar um iterador que filtra elementos com base em uma lógica personalizada)

### Serialização

* **Serializable** (serialização manual de objetos)
* **JsonSerializable** (personalização de serialização para JSON)

### Funções Anônimas e Callables

* **Throwable** (interface para erros e exceções)
* **Stringable** (representação de objetos como strings)

### Enumeradores

* **UnitEnum** (enumeração básica)
* **BackedEnum** (enumeração com valores associados)

### Observadores

* **SplObserver** (implementa o padrão Observer)
* **SplSubject** (implementa o padrão Observer)

### Streams

* **SessionHandlerInterface** (para manipulação personalizada de sessões)
* **SessionIdInterface** (para manipular IDs de sessão personalizados)
* **SessionUpdateTimestampHandlerInterface** (para controle mais detalhado das sessões)
* **StreamWrapper** (interface usada para criar manipuladores de streams personalizados)

### Banco de Dados

* **PDOStatement** (implementa Iterator para iteração de resultados em PDO)
* **PDORow** (representa uma linha de resultado em PDO)

### Outras interfaces SPL

* **OuterIterator** (uma interface adicional para iteradores avançados, já listada em iteradores)
* **SeekableIterator** (permite pular para posições específicas em uma coleção)

No PHP, interfaces não implementam outras interfaces no sentido técnico ou formal, já que a linguagem não permite que uma interface tenha uma implementação direta de métodos(óbvio). Entretanto, algumas interfaces são projetadas para estarem relacionadas hierarquicamente em termos de propósito ou funcionalidade, criando um padrão de uso consistente. Por exemplo, interfaces como Iterator, RecursiveIterator, OuterIterator e SeekableIterator são todas derivadas funcionalmente do conceito mais amplo representado por Traversable, embora Traversable não seja implementada diretamente, mas sim usada como uma referência conceitual para objetos que podem ser iterados. Assim, as interfaces em PHP estão conectadas logicamente, mas essa relação não se traduz em uma hierarquia de implementação explícita no código

A quantidade de classes que uma interface tem varia, pois tem interfaces que são muito mais importantes e usadas do que outras.

Muitas classes também implementam mais de 1 interface, exemplo, digamos que precisamos de uma classe que faça uma iteração básica porém também precise de uma iteração recursiva em arrays aninhados, logo teremos 1 classe que implementam 2 interfaces.

Essa classe é **RecursiveArrayIterator,** nela as interfaces implementadas são:

* Iterator (permite iteração básica).
* RecursiveIterator (permite iteração recursiva de arrays aninhados).

# interface e seus métodos

Para organizar um estudo ou documentação completa e bem estruturada sobre interfaces e classes no PHP, é mais lógico e coerente abordar interfaces e classes de forma separada, devido à flexibilidade do PHP em permitir que uma classe implemente múltiplas interfaces.

As interfaces no PHP representam contratos. Elas definem métodos que qualquer classe implementadora deve fornecer, mas não têm relação direta com uma única classe.

Algumas classes podem implementar múltiplas interfaces (ex.: ArrayObject implementa ArrayAccess, IteratorAggregate, e Serializable).

Organizar classes diretamente abaixo de uma única interface pode ser confuso, já que essas classes podem pertencer a várias interfaces.

Portanto, veremos primeiro somente os métodos dentro das interfaces.

## Iteradores e Coleções

### **Traversable**

A interface **Traversable** é uma das fundações do PHP para manipular coleções de objetos iteráveis. Ela desempenha um papel central na iteração em estruturas como arrays, objetos e iteradores.

A interface **Traversable** é a raiz para todas as classes e objetos que podem ser iterados com o laço foreach.

**Não pode ser implementada diretamente**: Qualquer classe que queira ser iterável deve implementar uma das interfaces derivadas, como **Iterator** ou **IteratorAggregate**.

**Marcação**: É uma interface "de marcação", ou seja, não define métodos próprios. Sua existência indica que o objeto é iterável.

### **iterator**

A interface **Iterator** é uma das interfaces mais importantes no PHP, fornecendo a base para criar objetos que podem ser iterados com o loop foreach. Ao contrário de **Traversable**, que é apenas uma "interface de marcação", **Iterator** define métodos específicos para controle detalhado de uma iteração.

Iterator é uma interface usada para criar classes que podem ser iteradas. Ela define cinco métodos que controlam como o iterador avança, acessa valores e verifica a validade.

**Usos Comuns**:

* Trabalhar com coleções personalizadas.
* Criar estruturas que encapsulam dados iteráveis, como árvores ou filas.
* Estender iteradores existentes (por exemplo, criando filtros ou transformações).

#### *Métodos da Interface Iterator*

Uma classe que implementa **Iterator** deve definir os seguintes métodos:

1. **current(): mixed**
   * Retorna o elemento atual no iterador.
   * Este método é chamado a cada iteração do loop foreach.
2. **key(): scalar**
   * Retorna a chave do elemento atual.
   * Pode ser um número inteiro ou uma string.
3. **next(): void**
   * Move o cursor para o próximo elemento.
   * É chamado automaticamente pelo foreach após cada iteração.
4. **rewind(): void**
   * Reposiciona o cursor para o início.
   * É chamado automaticamente antes do início de um loop foreach.
5. **valid(): bool**
   * Verifica se a posição atual é válida.
   * Deve retornar true se houver um elemento válido no cursor, ou false caso contrário.

### **recursive iterator**

A interface **RecursiveIterator** no PHP é uma extensão da interface **Iterator** e serve para navegar em estruturas de dados hierárquicas ou recursivas, como árvores, diretórios ou arrays multidimensionais. Ela adiciona métodos específicos para lidar com "filhos" de elementos, permitindo iteração recursiva.

RecursiveIterator é uma interface para criar iteradores que lidam com estruturas recursivas. Cada elemento pode ter "filhos" que também podem ser iterados.

Além dos métodos padrão definidos pela interface **Iterator** (current(), key(), next(), rewind(), valid()), a interface **RecursiveIterator** define dois métodos adicionais:

1. **hasChildren(): bool**
   * **Descrição**: Verifica se o elemento atual tem filhos que podem ser iterados.
   * **Retorno**:
     + true: Se o elemento atual contém filhos.
     + false: Caso contrário.
2. **getChildren(): ?RecursiveIterator**
   * **Descrição**: Retorna um iterador para os filhos do elemento atual.
   * **Retorno**:
     + Uma instância de um objeto que implementa **RecursiveIterator**, caso o elemento atual tenha filhos.
     + null ou nenhum iterador válido, caso não tenha filhos.

### **Outer Iterator**

A interface **OuterIterator** no PHP é usada como uma extensão da interface **Iterator**, permitindo criar iteradores que encapsulam ou "decoram" outro iterador. Essa funcionalidade é útil para manipular, transformar ou aplicar lógica adicional a coleções iteráveis enquanto mantém acesso ao iterador original.

OuterIterator é uma interface que representa um iterador externo. Ele fornece um método adicional, **getInnerIterator()**, que retorna o iterador encapsulado.

**Casos de Uso**:

* Criar decoradores que adicionam funcionalidade a iteradores existentes.
* Encapsular iteradores para fornecer funcionalidades extras, como filtragem, cache ou limites.
* Permitir manipulação indireta de iteradores sem modificar sua implementação original.

#### *Métodos da Interface OuterIterator*

Além dos métodos herdados da interface **Iterator** (current(), key(), next(), rewind(), valid()), a interface **OuterIterator** define o seguinte método adicional:

1. **getInnerIterator(): ?Iterator**
   * **Descrição**: Retorna o iterador encapsulado.
   * **Retorno**:
     + Uma instância de uma classe que implementa **Iterator**, ou null se não houver um iterador interno.

### **seekable iterator**

A interface **SeekableIterator** no PHP é uma extensão da interface **Iterator**, permitindo acesso direto a elementos específicos em uma coleção iterável, como arrays ou listas. Ela é particularmente útil para manipulação de dados onde o posicionamento em um índice específico é necessário.

SeekableIterator é uma interface que permite mover diretamente o cursor de iteração para uma posição específica dentro de uma coleção.

**Casos de Uso**:

* Implementação de coleções que precisam de acesso randômico ou posicionamento direto.
* Manipulação de arquivos ou grandes volumes de dados em segmentos específicos.
* Navegação em resultados paginados ou ordenados.

#### *Métodos da Interface SeekableIterator*

Além dos métodos herdados da interface **Iterator** (current(), key(), next(), rewind(), valid()), a interface **SeekableIterator** define um método adicional:

1. **seek(int $position): void**
   * **Descrição**: Move o cursor para uma posição específica dentro da coleção.
   * **Parâmetro**:
     + $position: O índice para o qual o cursor deve ser movido.
   * **Exceções**:
     + Pode lançar uma exceção se a posição fornecida for inválida.

### **Iterator Aggregate**

A interface **IteratorAggregate** no PHP é uma alternativa à interface **Iterator**, permitindo que uma classe forneça seu próprio iterador para ser usado com foreach. Ao contrário de Iterator, ela não define os métodos de iteração diretamente; em vez disso, exige apenas a implementação de um método chamado **getIterator()** que retorna um objeto que implementa a interface **Traversable** (geralmente um Iterator).

IteratorAggregate é usada para classes que delegam a lógica de iteração para outro objeto.

**Casos de Uso**:

* Ideal para coleções ou classes que já encapsulam um iterador ou uma estrutura de dados iterável.
* Permite maior flexibilidade ao combinar diferentes iteradores em uma única classe.

#### *Método da Interface IteratorAggregate*

A interface **IteratorAggregate** define apenas um método obrigatório:

1. **getIterator(): Traversable**
   * **Descrição**: Retorna um iterador (uma instância de um objeto que implementa Traversable).
   * **Retorno**:
     + Normalmente, um objeto que implementa Iterator ou ArrayIterator.

### **Array Access**

A interface **ArrayAccess** no PHP permite que objetos sejam tratados como arrays. Com ela, você pode acessar e manipular propriedades de um objeto usando a notação de array ($obj['key']), oferecendo flexibilidade e integração com coleções personalizadas.

ArrayAccess é uma interface que permite que objetos respondam a operações de acesso e manipulação típicas de arrays, como leitura, escrita e verificação de índices.

**Casos de Uso**:

* Criar coleções customizadas que se comportam como arrays.
* Implementar estruturas dinâmicas que precisam de controle detalhado sobre como elementos são acessados ou manipulados.
* Interceptar operações de array em objetos, permitindo validações ou transformações.

#### *Métodos da Interface ArrayAccess*

Uma classe que implementa **ArrayAccess** deve implementar os seguintes métodos:

1. **offsetExists($offset): bool**
   * **Descrição**: Verifica se um índice existe no objeto.
   * **Parâmetro**:
     + $offset: O índice a ser verificado.
   * **Retorno**:
     + true: Se o índice existir.
     + false: Caso contrário.
2. **offsetGet($offset): mixed**
   * **Descrição**: Retorna o valor associado a um índice.
   * **Parâmetro**:
     + $offset: O índice cujo valor deve ser retornado.
   * **Retorno**:
     + O valor associado ao índice.
3. **offsetSet($offset, $value): void**
   * **Descrição**: Define um valor para um índice específico.
   * **Parâmetros**:
     + $offset: O índice que será definido.
     + $value: O valor a ser associado ao índice.
   * **Nota**:
     + Se $offset for null, a implementação deve adicionar o valor como um novo elemento (como faria um array normal).
4. **offsetUnset($offset): void**
   * **Descrição**: Remove um índice do objeto.
   * **Parâmetro**:
     + $offset: O índice a ser removido.

#### **Countable**

A interface **Countable** no PHP permite que objetos implementem a função **count()**, que retorna o número de elementos de uma coleção ou estrutura. É amplamente utilizada em coleções personalizadas, onde o número de elementos precisa ser determinado de forma dinâmica ou controlada.

A interface **Countable** exige que as classes implementem um único método, **count()**, que deve retornar um número inteiro representando o tamanho da coleção.

**Casos de Uso**:

* Implementar coleções personalizadas que precisam de contagem específica.
* Representar objetos que encapsulam conjuntos de dados, listas ou filas.

#### *Método da Interface Countable*

Uma classe que implementa **Countable** deve definir o seguinte método:

1. **count(): int**
   * **Descrição**: Retorna o número de elementos no objeto.
   * **Retorno**:
     + Um número inteiro representando o número de elementos.

### **Recursive Caching Iterator**

A interface **RecursiveCachingIterator** é uma extensão do **CachingIterator**, combinada com a funcionalidade de **RecursiveIterator**. Essa interface permite iterar sobre estruturas recursivas (como árvores ou arrays multidimensionais) enquanto armazena os estados já iterados, facilitando operações que dependem de histórico ou repetição de elementos.

O **CachingIterator** é uma **classe** no PHP, não uma interface.

A interface RecursiveCachingIterator permite criar iteradores recursivos que armazenam o estado dos elementos durante a iteração. Ela é útil para operações que requerem acesso ao histórico de elementos ou que dependem de verificações repetidas.

**Casos de Uso**:

* Iteração recursiva sobre estruturas hierárquicas.
* Armazenamento e reutilização de estados durante a iteração.
* Implementação de lógica condicional baseada no histórico de iteração.

#### *Métodos da Interface RecursiveCachingIterator*

Como **RecursiveCachingIterator** combina as funcionalidades de **CachingIterator** e **RecursiveIterator**, ela herda os métodos de ambas.

#### *Métodos de CachingIterator*

1. **hasNext(): bool**
   * Retorna true se houver um próximo elemento no iterador.
2. **getFlags(): int**
   * Retorna as flags de comportamento do iterador.
3. **setFlags(int $flags): void**
   * Define as flags de comportamento do iterador.
4. **\_\_toString(): string**
   * Retorna o valor atual como string (se implementado).
5. **getCache(): array**
   * Retorna um array contendo os elementos já iterados.

#### *Métodos de RecursiveIterator*

1. **hasChildren(): bool**
   * Retorna true se o elemento atual tiver filhos que podem ser iterados recursivamente.
2. **getChildren(): ?RecursiveIterator**
   * Retorna um iterador para os filhos do elemento atual, ou null se não houver filhos.

### **Filter Iterator**

A classe **FilterIterator** no PHP é uma classe abstrata da SPL que permite criar iteradores que filtram elementos de outro iterador com base em condições definidas pelo desenvolvedor. Ela funciona como um "decorador", encapsulando outro iterador e fornecendo apenas os elementos que atendem aos critérios especificados.

FilterIterator é uma classe abstrata que estende a classe **IteratorIterator** e permite implementar lógica personalizada para filtrar elementos durante a iteração.

**Casos de Uso**:

* Filtrar elementos de arrays ou coleções com base em regras específicas.
* Criar pipelines de dados onde apenas os elementos desejados são processados.
* Aplicar validações em tempo de iteração.

#### *Métodos da Classe FilterIterator*

A classe **FilterIterator** herda os métodos da classe **IteratorIterator** e adiciona um método abstrato que deve ser implementado em subclasses:

1. **\_\_construct(Iterator $iterator)**
   * Cria uma nova instância de FilterIterator.
   * **Parâmetro**:
     + $iterator: O iterador a ser filtrado.
2. **accept(): bool**
   * **Descrição**: Método abstrato que define a lógica de filtragem.
   * **Retorno**:
     + true: O elemento atual é aceito e será incluído na iteração.
     + false: O elemento atual será ignorado.
   * Deve ser implementado em qualquer classe derivada de FilterIterator.
3. **Métodos Herdados de IteratorIterator**:
   * getInnerIterator(): Retorna o iterador encapsulado.
   * current(), key(), next(), rewind(), valid(): Métodos padrão de um iterador.

## serialização

### **Serializable**

A interface **Serializable** no PHP permite que objetos personalizem a forma como são serializados e desserializados. Isso é útil para controlar quais dados de um objeto devem ser convertidos em uma string (serialização) e como reconstruir o objeto a partir dessa string (desserialização).

A interface **Serializable** permite que uma classe defina métodos para controlar explicitamente o comportamento de serialização e desserialização de seus objetos.

**Casos de Uso**:

* Serializar objetos complexos para armazenamento em cache, bancos de dados ou arquivos.
* Restringir quais dados de um objeto são serializados.
* Manter compatibilidade ao desserializar objetos, mesmo se a classe for alterada.

#### *Métodos da Interface Serializable*

Uma classe que implementa **Serializable** deve implementar os seguintes métodos:

1. **serialize(): string**
   * **Descrição**: Define como os dados do objeto serão convertidos em uma string durante a serialização.
   * **Retorno**:
     + Uma string que representa o estado do objeto.
2. **unserialize(string $data): void**
   * **Descrição**: Reconstrói o objeto a partir de uma string serializada.
   * **Parâmetros**:
     + $data: A string gerada pelo método serialize.

### **Json Serializable**

A interface **JsonSerializable** no PHP permite que objetos definam como devem ser serializados em formato JSON ao serem usados com a função **json\_encode()**. Isso é particularmente útil para personalizar a saída de objetos complexos ou controlar quais dados serão incluídos na serialização.

JsonSerializable é usada para classes que precisam customizar sua representação em JSON.

* **Casos de Uso**:
  + Serializar objetos de forma customizada em APIs REST.
  + Controlar quais dados de um objeto devem ser incluídos em respostas JSON.
  + Manter compatibilidade e simplicidade ao compartilhar dados entre sistemas.

#### *Método da Interface JsonSerializable*

Uma classe que implementa **JsonSerializable** deve implementar o seguinte método:

1. **jsonSerialize(): mixed**
   * **Descrição**: Define como o objeto será convertido em dados JSON.
   * **Retorno**:
     + O valor retornado pode ser qualquer dado válido para JSON: array, objeto, string, número, booleano ou null.

## Funções Anônimas e Callables

### **Throwable**

A interface **Throwable** foi introduzida no PHP 7 para unificar o tratamento de erros e exceções. Ela serve como a interface base para as classes **Exception** e **Error**, permitindo que ambos sejam tratados de maneira uniforme com o bloco try-catch.

Throwable é a interface raiz para todas as exceções (**Exception**) e erros (**Error**) no PHP. Qualquer classe que implemente Throwable pode ser lançada e capturada em um bloco try-catch.

**Casos de Uso**:

* Garantir que todos os objetos lançáveis sigam um contrato comum.
* Unificar o tratamento de exceções e erros fatais.

#### *Métodos da Interface Throwable*

A interface **Throwable** define métodos obrigatórios que devem ser implementados por qualquer classe que a implemente:

1. **getMessage(): string**
   * **Descrição**: Retorna a mensagem associada ao erro ou exceção.
   * **Exemplo**: "Division by zero"
2. **getCode(): int**
   * **Descrição**: Retorna o código associado ao erro ou exceção (geralmente definido pelo desenvolvedor).
3. **getFile(): string**
   * **Descrição**: Retorna o caminho do arquivo onde o erro ou exceção foi lançado.
4. **getLine(): int**
   * **Descrição**: Retorna o número da linha onde o erro ou exceção foi lançado.
5. **getTrace(): array**
   * **Descrição**: Retorna o rastreamento da pilha no momento em que o erro ou exceção foi lançado.
6. **getTraceAsString(): string**
   * **Descrição**: Retorna o rastreamento da pilha como uma string.
7. **\_\_toString(): string**
   * **Descrição**: Retorna uma representação textual completa do erro ou exceção, incluindo mensagem, código, arquivo e rastreamento da pilha.

### **Stringable**

A interface **Stringable**, introduzida no **PHP 8.0**, representa objetos que podem ser convertidos para string. Ela é automaticamente implementada por qualquer classe que define o método mágico **\_\_toString()**, permitindo que tais objetos sejam usados de forma natural em contextos que esperam strings.

A interface **Stringable** fornece um contrato que garante que um objeto pode ser representado como uma string. Qualquer classe que implementa ou herda **\_\_toString()** implementa implicitamente a interface Stringable.

**Casos de Uso**:

* Criar classes que podem ser tratadas como strings em funções nativas ou operações de concatenação.
* Garantir compatibilidade com APIs que esperam strings.

#### *Método Associado*

A interface **Stringable** não define novos métodos diretamente, mas está vinculada ao método mágico **\_\_toString()**. Para que uma classe seja considerada Stringable, ela deve implementar:

1. **\_\_toString(): string**
   * **Descrição**: Retorna a representação textual do objeto.
   * **Retorno**:
     + Uma string que representa o estado ou a lógica definida pelo objeto.

## Enumeradores

### **Unit Enum**

A interface **UnitEnum**, introduzida no **PHP 8.1**, é usada como base para todas as **enumerações** (enums) no PHP. Ela define comportamentos e métodos padrão para classes que utilizam o recurso de enums, permitindo representar valores constantes e garantir uma interface consistente para acessar esses valores.

UnitEnum é a interface que todas as enums do PHP implementam automaticamente. Ela fornece o método **cases()** para obter todas as instâncias de uma enum.

**Casos de Uso**:

* Representar estados fixos ou valores constantes de forma segura e padronizada.
* Substituir conjuntos de constantes (define ou const) com mais funcionalidade e controle.

#### *Método da Interface UnitEnum*

A interface **UnitEnum** define o seguinte método obrigatório:

1. **cases(): array**
   * **Descrição**: Retorna todas as instâncias da enum como um array.
   * **Retorno**:
     + Um array contendo todas as instâncias da enum (os casos).

### **Backed Enum**

A interface **BackedEnum**, introduzida no **PHP 8.1**, estende a funcionalidade de **UnitEnum**, permitindo que enums tenham valores associados. Esses valores podem ser do tipo **string** ou **int**, tornando as enums mais versáteis para representar estados ou constantes com valores significativos.

BackedEnum é usada para enums que precisam ter um valor associado a cada caso. Esse valor é chamado de **valor escalável** e deve ser único dentro da enum.

**Casos de Uso**:

* Representar estados ou tipos que têm um identificador numérico ou textual.
* Garantir compatibilidade com sistemas externos que usam valores fixos para estados (ex.: bancos de dados, APIs).

#### *Métodos da Interface BackedEnum*

Além dos métodos herdados de **UnitEnum**, BackedEnum define os seguintes métodos:

1. **from(string|int $value): static**
   * **Descrição**: Retorna o caso da enum correspondente ao valor fornecido.
   * **Parâmetros**:
     + $value: O valor escalável associado ao caso.
   * **Retorno**:
     + O caso correspondente.
   * **Exceção**:
     + Lança uma ValueError se o valor fornecido não corresponder a nenhum caso.
2. **tryFrom(string|int $value): ?static**
   * **Descrição**: Tenta retornar o caso da enum correspondente ao valor fornecido, sem lançar exceção em caso de falha.
   * **Parâmetros**:
     + $value: O valor escalável associado ao caso.
   * **Retorno**:
     + O caso correspondente ou null se o valor não for válido.

## Observadores

### **Spl Observer**

A interface **SplObserver** faz parte da SPL (**Standard PHP Library**) no PHP e é usada para implementar o padrão de projeto **Observer**. Esse padrão é amplamente utilizado para estabelecer uma relação entre objetos onde um (o **sujeito**) notifica os outros (**observadores**) sobre mudanças de estado ou eventos.

A interface SplObserver define o comportamento que um **observador** deve ter em um padrão **Observer**. Qualquer classe que implemente essa interface pode ser registrada como observadora de um **sujeito** que implementa a interface **SplSubject**.

**Casos de Uso:**

* **Monitorar mudanças de estado em objetos.**
* **Implementar sistemas de eventos ou notificações.**
* **Criar relações desacopladas entre objetos.**

#### *Método da Interface SplObserver*

A interface **SplObserver** exige a implementação de apenas um método:

1. **update(SplSubject $subject): void**
   * **Descrição**: Esse método é chamado pelo **sujeito** quando ocorre uma mudança de estado ou evento.
   * **Parâmetros**:
     + $subject: O sujeito que notificou o observador. Isso permite ao observador acessar informações adicionais sobre a mudança.
   * **Retorno**:
     + Nenhum retorno (void).

### **Spl Subject**

A interface **SplSubject** faz parte da SPL (**Standard PHP Library**) no PHP e é usada para implementar o padrão de projeto **Observer**. No contexto do padrão, o **sujeito** (ou subject) é o objeto que mantém uma lista de observadores e os notifica sobre mudanças de estado ou eventos.

SplSubject define os métodos que um **sujeito** deve implementar no padrão Observer. Ele gerencia a lista de observadores e se encarrega de notificá-los quando necessário.

**Casos de Uso**:

* Implementar sistemas de eventos e notificações.
* Criar objetos que possam ser monitorados por outros componentes desacoplados.
* Notificar múltiplos observadores sobre mudanças de estado ou eventos.

#### *Métodos da Interface SplSubject*

Uma classe que implementa **SplSubject** deve definir os seguintes métodos:

1. **attach(SplObserver $observer): void**
   * **Descrição**: Adiciona um observador à lista de observadores do sujeito.
   * **Parâmetro**:
     + $observer: O objeto que implementa a interface SplObserver.
2. **detach(SplObserver $observer): void**
   * **Descrição**: Remove um observador da lista.
   * **Parâmetro**:
     + $observer: O objeto que implementa a interface SplObserver.
3. **notify(): void**
   * **Descrição**: Notifica todos os observadores registrados sobre uma mudança de estado.
   * **Parâmetros**: Nenhum.
   * **Comportamento**:
     + Chama o método update() de cada observador registrado.

## Streams

### **Session Handler Interface**

A interface **SessionHandlerInterface** no PHP permite criar manipuladores personalizados de sessões. Com ela, você pode substituir o comportamento padrão do PHP para armazenamento de sessões (geralmente arquivos no sistema) por soluções personalizadas, como armazenamento em bancos de dados, caches (Redis, Memcached), ou qualquer outro sistema.

A interface **SessionHandlerInterface** define um conjunto de métodos que o manipulador de sessões deve implementar. Esses métodos permitem ao desenvolvedor gerenciar diretamente a abertura, leitura, gravação e exclusão de dados de sessão.

**Casos de Uso**:

* Personalizar o armazenamento de sessões (ex.: usar bancos de dados ou caches).
* Adicionar criptografia aos dados de sessão.
* Integrar sessões com sistemas distribuídos.

#### Métodos da Interface SessionHandlerInterface

Qualquer classe que implementa **SessionHandlerInterface** deve implementar os seguintes métodos:

1. **open(string $path, string $name): bool**
   * **Descrição**: Inicializa o manipulador de sessões.
   * **Parâmetros**:
     + $path: O caminho onde os dados da sessão devem ser armazenados.
     + $name: O nome da sessão.
   * **Retorno**:
     + true em caso de sucesso, ou false em caso de falha.
2. **close(): bool**
   * **Descrição**: Fecha o manipulador de sessões, geralmente para liberar recursos.
   * **Retorno**:
     + true em caso de sucesso, ou false em caso de falha.
3. **read(string $id): string**
   * **Descrição**: Lê os dados de uma sessão com base no ID fornecido.
   * **Parâmetro**:
     + $id: O ID da sessão.
   * **Retorno**:
     + Os dados da sessão como string, ou uma string vazia se não houver dados.
4. **write(string $id, string $data): bool**
   * **Descrição**: Escreve os dados de uma sessão com base no ID fornecido.
   * **Parâmetros**:
     + $id: O ID da sessão.
     + $data: Os dados a serem armazenados.
   * **Retorno**:
     + true em caso de sucesso, ou false em caso de falha.
5. **destroy(string $id): bool**
   * **Descrição**: Remove os dados de uma sessão.
   * **Parâmetro**:
     + $id: O ID da sessão a ser destruída.
   * **Retorno**:
     + true em caso de sucesso, ou false em caso de falha.
6. **gc(int $max\_lifetime): int|false**
   * **Descrição**: Executa a coleta de lixo para limpar sessões expiradas.
   * **Parâmetro**:
     + $max\_lifetime: O tempo máximo de vida das sessões (em segundos).
   * **Retorno**:
     + O número de sessões removidas ou false em caso de falha.

### **Session Id Interface**

A interface **SessionIdInterface** no PHP foi introduzida no **PHP 7.1** e permite personalizar como os IDs de sessão são gerados, validados e manipulados. Ela é uma extensão do sistema de gerenciamento de sessões e é usada em conjunto com **SessionHandlerInterface**.

SessionIdInterface permite ao desenvolvedor definir um manipulador personalizado para criar e validar IDs de sessão. Isso é útil para implementar métodos específicos de geração de IDs, como usar UUIDs ou integrar sistemas de autenticação distribuídos.

**Casos de Uso**:

* Gerar IDs de sessão mais seguros.
* Garantir compatibilidade com sistemas externos que exigem formatos específicos para IDs.
* Implementar verificações adicionais para IDs de sessão.

#### *Métodos da Interface SessionIdInterface*

Uma classe que implementa **SessionIdInterface** deve definir os seguintes métodos:

1. **create\_sid(): string**
   * **Descrição**: Gera um novo ID de sessão único.
   * **Retorno**:
     + Uma string que representa o novo ID de sessão.

### **Session-Update-Times-tamp-Handler-Interface**

A interface **SessionUpdateTimestampHandlerInterface**, introduzida no **PHP 7.0**, permite maior controle sobre a atualização do timestamp das sessões. Ela é útil para sistemas que precisam de gerenciamento personalizado da expiração de sessões ou que desejam controlar quando uma sessão ativa deve ser atualizada.

A interface **SessionUpdateTimestampHandlerInterface** é projetada para permitir que desenvolvedores controlem como e quando o timestamp de uma sessão é atualizado. Isso é especialmente útil em sistemas que têm requisitos específicos de expiração de sessão.

**Casos de Uso**:

* Implementar um sistema de gerenciamento de sessão que atualiza timestamps de forma customizada.
* Evitar a atualização automática de sessões inativas.
* Controlar manualmente a renovação de sessões ativas em sistemas com alta segurança.

#### *Métodos da Interface Session Update Timestamp Handler Interface*

Qualquer classe que implemente **SessionUpdateTimestampHandlerInterface** deve definir os seguintes métodos:

1. **validateId(string $id): bool**
   * **Descrição**: Valida se o ID da sessão fornecido é válido.
   * **Parâmetro**:
     + $id: O ID da sessão a ser validado.
   * **Retorno**:
     + true se o ID for válido, ou false caso contrário.
2. **updateTimestamp(string $id, string $data): bool**
   * **Descrição**: Atualiza o timestamp de uma sessão com base no ID e nos dados fornecidos.
   * **Parâmetros**:
     + $id: O ID da sessão a ser atualizada.
     + $data: Os dados associados à sessão.
   * **Retorno**:
     + true se a atualização for bem-sucedida, ou false caso contrário.

### **Stream Wrapper**

No PHP, um **Stream Wrapper** é uma interface que permite manipular fluxos de dados como se fossem arquivos, mas estendendo a funcionalidade para incluir protocolos e sistemas personalizados, como acesso a URLs, bancos de dados, ou até mesmo memória. É uma ferramenta poderosa para criar abstrações sobre fontes de dados diversas.

Um Stream Wrapper traduz operações de fluxo padrão (como leitura, escrita, busca, etc.) em funcionalidades específicas para uma fonte de dados ou protocolo.

**Casos de Uso**:

* Manipular recursos remotos (ex.: HTTP, FTP) como se fossem arquivos locais.
* Criar sistemas personalizados de armazenamento (ex.: memória, bancos de dados).
* Implementar protocolos virtuais para acessar dados em formatos específicos.

#### *Principais Métodos de Stream Wrapper*

Ao implementar um Stream Wrapper, você deve definir métodos que correspondem às operações de fluxo padrão. Os principais métodos são:

1. **Abertura e Fechamento**
   * stream\_open(string $path, string $mode, int $options, string &$opened\_path): bool
   * stream\_close(): void
2. **Leitura e Escrita**
   * stream\_read(int $count): string
   * stream\_write(string $data): int
3. **Busca e Tamanho**
   * stream\_seek(int $offset, int $whence): bool
   * stream\_tell(): int
   * stream\_eof(): bool
   * stream\_stat(): array
4. **Manipulação de Diretórios (se aplicável)**
   * dir\_opendir(string $path, int $options): bool
   * dir\_readdir(): string|false
   * dir\_closedir(): bool
5. **Outros Métodos**
   * unlink(string $path): bool
   * rename(string $path\_from, string $path\_to): bool
   * mkdir(string $path, int $mode, int $options): bool
   * rmdir(string $path, int $options): bool

***Tipos de Wrappers de Fluxo***

1. **Wrappers Padrão**
   * ![Texto

     Descrição gerada automaticamente](data:image/png;base64,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)O PHP inclui vários wrappers de fluxo padrão, como:

**2. Wrappers Personalizados**

* + Criados pelo desenvolvedor para implementar protocolos ou abstrações customizadas.

## Outras interfaces SPL

### **Outer Iterator**

A interface **OuterIterator** no PHP faz parte da SPL (**Standard PHP Library**) e é projetada para encapsular outro iterador, permitindo implementar lógica adicional ou modificar o comportamento do iterador subjacente. Ela é usada principalmente para criar "decoradores" de iteradores, que adicionam funcionalidades extras sem modificar diretamente o iterador original.

OuterIterator é uma interface que permite criar iteradores que decoram outros iteradores. O iterador encapsulado pode ser acessado diretamente através do método **getInnerIterator()**.

**Casos de Uso**:

* Adicionar funcionalidades extras a iteradores existentes.
* Modificar ou filtrar os elementos de outro iterador.
* Encadear iteradores para criar fluxos de dados complexos.

#### *Métodos da Interface OuterIterator*

Uma classe que implementa **OuterIterator** deve implementar o seguinte método, além dos métodos padrão da interface **Iterator**:

1. **getInnerIterator(): Traversable**
   * **Descrição**: Retorna o iterador interno encapsulado.
   * **Retorno**:
     + O iterador subjacente que está sendo decorado.

### SeekableIterator

A interface **SeekableIterator** no PHP faz parte da SPL (**Standard PHP Library**) e é usada para iteradores que permitem "buscar" diretamente uma posição específica dentro de uma sequência. Ela estende a funcionalidade básica da interface **Iterator** ao adicionar um método para mover o ponteiro para qualquer posição válida na coleção.

SeekableIterator é uma interface para iteradores que oferecem acesso aleatório aos elementos, permitindo navegar diretamente para qualquer índice válido sem precisar percorrer os elementos sequencialmente.

**Casos de Uso**:

* Navegar diretamente para um elemento específico em grandes coleções.
* Criar iteradores que simulam comportamentos de listas ou arrays.
* Implementar controle de navegação eficiente em coleções baseadas em índices.

#### *Métodos da Interface SeekableIterator*

Além dos métodos padrão da interface **Iterator**, como current(), next(), key(), rewind(), e valid(), o **SeekableIterator** adiciona:

1. **seek(int $position): void**
   * **Descrição**: Move o ponteiro do iterador para a posição especificada.
   * **Parâmetro**:
     + $position: A posição para a qual o ponteiro deve ser movido.
   * **Comportamento**:
     + Lança uma exceção (OutOfBoundsException) se a posição não for válida.